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Abstract: 
Software Development life cycle (SDLC) is a framework model used in project management 
that defines the stages included in an information system and a software development project, 
from an initial feasibility study to the maintenance of the completed application. There are 
different software development life cycle models that has to be specified for each software 
development project. These models are also called "Software Development Process Models". 
Each process model follows a series of phases unique to its type to ensure success in the steps 
of its development. We analyze the models one by one, review the latest research and provide 
comparisons between the Spiral Model, Waterfall Model, Iterative Model, Big Bang Model, 
V-Model and RAD Model. Then, from the obtained analysis we give an interpretation about 
their use to customers. And finally, we present the appropriate model for our proposed 
development project, which according to analysis and research is the most appropriate. 
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1. Introduction 

Organizations involved in software development utilize specialized systems that are structured into 
distinct phases, which outline the processes for developing, maintaining, and improving software. These 
processes are integral to the SDLC, which plays a crucial role in software project development. Various 
models exist, each differing in their approach, and organizations select the model that best aligns with 
their specific requirements. Over the past decades, significant progress has been made in this area, with 
the development of these models and the continuous emergence of new models that greatly assist 
engineers in software development. In this paper, we analyze six SDLC models, presenting how they 
function, their significance, and their practical applications. There are many more SDLC models that 
can be used for software development, but our research focus only on six of them. We discuss the 
categories of software development where these models are most applicable and advantageous. 
Additionally, we explore the future challenges each model may face, highlight areas of strength, and 
provide recommendations for further improvements. 

2. Selection of the appropriate model  

In order to arrive at the appropriate selection of an SDLC model, we must take into account several 
factors that will facilitate the comparison and making the decision to continue the web application 
development process. Therefore, we must base ourselves on some questions that give us a more realistic 
assessment of the client's requirements and the project as a whole.  

a) How realistic and sustainable are the customer's requirements? 
b) What is the size of the project? 
c) What are the access levels of the project? 
d) What is the dynamic development plan of the project? 
 

14th International conference on Applied Internet and Information Technologies (AIIT2024)       November 8th 2024, Zrenjanin, Serbia

1�2



The purpose of this paper is to build a scenario taking into account the client's requirements, about 
the development of a web-based application. The client wants a web application which will function as 
an online shop, where people will be able to order food online in a restaurant. Also, the customer 
requests that it be possible for a restaurant customer to make a reservation for a table, at most two weeks 
in advance. Where all orders and reservations will be stored in the web application database. Below we 
have described the functions of our project through a use case diagram. 

 
 

 
 
 
 

 
 

 
 
 

 
 
 
 
 
 
 

 
Figure 1.Restaurant online platform - Use Case Diagram 

 
In this paper, we have taken as a basis a total of six models of software development. They are: 

Spiral Model, Waterfall Model, Iterative Model, Big Bang Model, V-Model, RAD Model. 

3. Literature review 

In the literature review, we have analyzed all the models included in the research, presenting the 
orientation of the development and use of these models. Software engineering involves the analysis and 
design of a software system that handles one or several specific tasks. According to [1] analysis 
describes the “what” of a software system, which means what happens in the current and what will be 
required in the new software system. This refers to requirement analysis or gathering. In recent time, 
the most popular methodological approaches for developing software for a computer-based information 
system are the popular traditional Waterfall Model [2]. For example [3] the author created a simulation 
system of the Waterfall model, which was able to help project managers in determining how to achieve 
maximum productivity with the minimum number of hours, costs and workers. The authors [4] have 
conducted a comparative study between the iterative waterfall life cycle model and the incremental 
software development cycle model for resource optimization using the Simphony.NET simulation tool. 
Spiral model [5] is similar to the incremental model, with more emphasis placed on risk analysis. As 
for the Big Bang model, the authors [6] show that the Big Bang Model is one in which a large amount 
of people or money is gathered, a lot of energy is expended, and the perfect software product comes out 
or not. No mater which model we choose there is possibility to include generative artificial intelligence 
(GenAI) which can bring unparalleled enhancements in various phases of SDLC. Enterprises could 
embrace GenAI in their software development process in order to stay competitive in the huge software 
market. By integrating Gen AI quicker development cycles, superior code quality, and increased 
innovation could be realized [7].  
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4. Comparative study of SDLC models 

In this paper, we research each model and addressed them through three main factors. The first factor 
examines the general data of a model, including details of its functioning and the reasons for selecting 
a particular model. The second factor focuses on the application of an SDLC model in different areas 
of software engineering. Finally, the third factor addresses the challenges of the models by analyzing 
their respective strengths and weaknesses. 

4.1. Spiral Model 

The Spiral model is a software development life cycle (SDLC) model used for risk management, 
combining elements of the iterative and Waterfall models. This model is particularly suitable for large, 
complex, and extensive projects. A notable feature of this model is that it releases a prototype after each 
phase of the spiral, which is then refined. It is effective in managing risks by continuously creating and 
testing prototypes, allowing for an analysis of their strengths and weaknesses. Below is an illustration 
depicting the main stages of the Spiral model [8]. 

The Iterative model consists of four stages: planning of objectives, risk analysis, engineering or 
development, and review. A project repeatedly passes through all these stages, with the phases forming 
a spiral within the model [9]. 

1. Determine objectives and find alternate solutions. This phase includes requirement gathering 
and analysis. Based on the requirements, objectives are defined and different alternate solutions are 
proposed. 
2. Risk Analysis and resolving – In this quadrant, all the proposed solutions are analyzed and any 
potential risk is identified, analyzed, and resolved. 
3. Develop and test: This phase includes the actual implementation of the different features. All 
the implemented features are then verified with thorough testing. 
4. Review and planning of the next phase – In this phase, the software is evaluated by the 
customer.  

4.1.1. Spiral Model Risk Analysis and Model Application 

The Spiral model analyzes the proposed results and systematically identifies, analyzes, and 
addresses all possible risks. Following this, methods such as prototyping, simulation, benchmark 
testing, analytical models, and user research are employed to develop the lowest-risk and most cost-
effective strategy [10]. At this stage of the project, the product manager refers to the risk register to 
identify all potential risks associated with the spiral's objectives and requirements. These risks may be 
technical, financial, market-related, operational, or environmental. Consequently, risk registers are 
created with the aim of investigating or addressing these risks in both the short and long term. A risk 
register is an essential component of various product management documents and templates, including 
discovery documents and written epics [11]. 

The spiral model is one of the most widely recognized Software Development Life Cycle (SDLC) 
models and is applied in a broad range of projects. This model is particularly well-suited for projects 
that require frequent releases and those where changes may be requested at any stage of the process. 
Additionally, it is ideal for projects with medium to high risk levels and for those where cost and risk 
analysis plays a critical role. The spiral model is also highly beneficial in projects with unclear or 
complex requirements, where a more flexible and adaptive approach is necessary to address 
uncertainties and challenges effectively. 

4.2. Waterfall Model 

The Waterfall model is a classical approach used in the system development life cycle, characterized 
by a linear and sequential process. It is termed "Waterfall" because the model progresses systematically 
from one phase to the next in a downward manner. This model is divided into distinct phases, where 
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the output of one phase serves as the input for the next. Each phase must be completed before the 
subsequent phase begins, with no overlap between phases [12]. 

All the stages of project development following the model Waterfall are [13]: 
1. Requirement Gathering and analysis − All possible requirements of the system to be developed 
are captured in this phase and documented in a requirement specification document. 
2. System Design − The requirement specifications from first phase are studied in this phase and 
the system design is prepared. 
3. Implementation − With inputs from the system design, the system is first developed in small 
programs called units, which are integrated in the next phase. Each unit is developed and tested for 
its functionality, which is referred to as Unit Testing. 
4. Integration and Testing − All the units developed in the implementation phase are integrated 
into a system after testing of each unit. Post integration the entire system is tested for any faults and 
failures. 
5. Deployment of system − Once the functional and non-functional testing is done; the product is 
deployed in the customer environment or released into the market. 
6. Maintenance − There are some issues which come up in the client environment. To fix those 
issues, patches are released. 

4.2.1. Waterfall Model Risk Analysis and Model Application 

The risks associated with the Waterfall methodology can be mitigated or eliminated through 
effective risk management. In Waterfall, risks are managed using charts that track the risk from the 
moment it is detected. Managers monitor its progression, and if the risk intensifies as the project 
advances, its line on the chart rises. In such cases, developers and managers work to identify and replace 
the product features contributing to the risk. Conversely, if the risk line decreases as the project 
progresses, the risk is considered to have low priority. Risk charts in Waterfall are divided into three 
sections: the first begins when the risk is detected and ends when developers start seeking a solution; 
the second phase continues until a solution is found; and the third phase, the risk removal phase, 
concludes on the risk’s expiry date. [14]. 

Every software project is unique and requires a tailored Software Development Life Cycle (SDLC) 
approach based on various internal and external factors. The Waterfall model is particularly suitable in 
certain situations. It is most effective when the project requirements are well-documented, clear, and 
fixed from the outset. The model is also ideal when the product definition remains stable throughout 
the development process and when there are no ambiguous or unclear requirements. Furthermore, the 
Waterfall model works well when there are sufficient resources with the necessary expertise to support 
the development. Finally, it is best suited for short-term projects where a structured, linear approach is 
more efficient. 

4.3. Iterative Model 

This model does not start with a complete set of requirements. Instead, the design and development 
process begins with the basic requirements. Once the product is developed according to these initial 
requirements, it undergoes a review to identify or define additional requirements. Upon completion of 
the review phase, the current iteration concludes. Based on this review, the next set of requirements is 
determined, and the design and development of the second iteration begin. Once the product is 
developed according to the requirements of the second iteration, it is reviewed again to identify or 
define further requirements. These iterations continue until the final product is developed [15]. 

1. Requirement Gathering and Analysis - Business requirements are gathered during this phase of 
the Iterative model. Then, an analyst determines whether they can be met within financial 
constraints. 
2. Design - During this phase of the iterative model, the project team receives the complete list of 
criteria to begin work in a specific direction. They then utilize various diagrams, such as data flow 
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diagrams, class diagrams, activity diagrams, state transition diagrams, and others, to gain a clear 
understanding of the program design and to assist them in progressing with development. 
3. Implementation - At this point in the project, according to the iterative model, the actual coding 
of the system begins. This phase is influenced by the analysis and design from the Design phase. All 
requirements, plans, and design strategies have been executed. 
4. Testing - This phase involves comparing the current build iteration against a set of rules and 
standards to determine whether it meets them. This type of testing includes performance testing, 
stress testing, security testing, requirements testing, usability testing, multi-site testing, disaster 
recovery testing, and others. 
5. Deployment - After all phases are completed, the software is deployed to the working 
environment. 
6. Review - In this phase, after the product has been deployed, the behavior and validity of the 
deployed product are checked. If any errors are found, the process begins again from the requirement 
gathering stage. 
7. Maintenance - In the maintenance phase, after the software has been deployed in the working 
environment, bug fixes or new updates may be required. 

4.3.1. Iterative Model Risk Analysis and Model Application 

In the Iterative model, risk management is not just a component of project management; it is the 
essence of project management. It focuses on minimizing negative outcomes while balancing the 
achievement of desirable ones: preventing certain adverse events while also ensuring that the project's 
positive risks are realized [16]. The process of managing risk in the Iterative Model involves several 
key steps to ensure that risks are identified, analyzed, and controlled effectively throughout the 
development lifecycle. The first step is risk management planning, where we determine who needs to 
be involved and establish the timing and frequency of risk management activities. Next, during risk 
identification, we analyze potential risks and opportunities across various business categories. In the 
quantitative risk analysis phase, we subjectively assess the probability and impact of these risks, 
identifying those that are critical. Then, in the qualitative risk analysis stage, we prioritize which areas 
require time and resources for risk management. Following this, risk response planning is conducted to 
determine the best strategies to reduce the likelihood and impact of identified risks. Finally, in risk 
monitoring and control, the risk response plan is implemented, with ongoing management to ensure 
progress and compliance. 

The Iterative model finds several productive applications across various fields, where its flexibility 
and adaptability offer significant advantages. In digital marketing, for instance, the model is used to 
create more engaging advertisements. By conducting thorough analysis to understand user 
requirements, iterative cycles allow for the continuous improvement of advertisement designs. The 
model is also applicable in the development of advanced technologies, such as smartphones, cars, and 
electronic devices, where ongoing iterations enable gradual enhancements and updates. Furthermore, 
engineering teams often rely on the Iterative model when developing new features or implementing 
problem-fixing techniques [2]. These iterations, which may not be visible to end users, allow teams to 
refine their products internally before release, ensuring higher quality and functionality. 

4.4. BIG BANG model 

In the Big Bang model, the developers of this model do not follow any specific process. Only the 
necessary funds are enough to start the project. The result of this model may not meet the client's 
requirements because the client's requirements are not concrete and complete either. This model is 
suitable for small projects where a very small number of developers can work. [17] 

The Big Bang model in software development consists of three key phases [17]: 
1. Minimal Planning: Little to no planning is done. Developers begin coding with only a general 
idea of the final goal, without detailed requirements. 
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2. Chaotic Development: Components are developed and integrated in an ad-hoc manner, with 
minimal testing and uncontrolled changes during the process. 
3. Delivery or Reorganization: The product is either completed or delivered or fails to meet 
requirements, leading to a full reorganization or restart of the project. 

4.4.1. BIG BANG Model Risk analysis and Model Application 

The Big Bang model is a software development life cycle (SDLC) approach where the development 
process begins with little or no planning and all the modules or components are developed 
simultaneously. Risk analysis in the Big Bang model involves identifying potential risks and assessing 
their impact on the project. The Big Bang model, while simple in its approach, presents several risks 
that must be carefully analyzed to avoid potential pitfalls [24]. One major concern is the lack of 
requirements definition, where unclear or insufficient requirements can lead to misunderstandings, 
scope creep, and difficulties in delivering a product that meets user expectations. Another challenge is 
integration, as in the Big Bang model, modules or components are developed independently and only 
integrated at a later stage, which can lead to unexpected issues. Additionally, insufficient testing 
coverage is a common risk, as the simultaneous development approach may overlook thorough testing. 
This also increases the effort required for debugging, as the simultaneous development of modules 
raises the likelihood of defects and bugs. Moreover, the model offers limited scope for change control, 
making it difficult to accommodate changes to requirements or design once development is in progress. 
Lastly, scalability and performance issues can arise, as these considerations may not be adequately 
addressed during the initial stages of development in the Big Bang model.  

In this model, minimal time is spent on detailed planning, and development begins directly with the 
required funds and efforts as inputs. This approach is well-suited for short-term projects, such as 
academic or practical endeavors. It is particularly effective for small teams, usually consisting of two 
or three developers, working collaboratively. However, this paradigm is not suitable for large-scale or 
complex software development due to its high risk, though it may be used for temporary, experimental, 
or very small software projects. It is typically ideal for smaller projects with small development teams 
focusing on constructing a simple application or prototype. Additionally, the model works well for 
academic, learning, or practice projects, offering a flexible and low-cost framework. Finally, it can be 
useful for software products with unclear or poorly understood requirements, particularly when no 
specific release date is established, allowing for ongoing experimentation and development flexibility. 

4.5. V-Model 

V-model means Verification and Validation model. Just like the waterfall model, the V-Shaped life 
cycle is a sequential path of execution of processes. Each phase must be completed before the next 
phase begins. V-Model is one of the many software development models. 

The V Model contains Verification phases on one side and Validation phases on the other. The 
implementation/coding phase joins the verification and validation phases in V-shape. Thus it is called 
a V Model. We present below both phases: [18] 

Verification phases: 
1. Business requirement analysis: This is the first step where product requirements understood 
from the customer's side. This phase contains detailed communication to understand customer's 
expectations and exact requirements. 
2. System Design: In this stage system engineers analyze and interpret the business of the 
proposed system by studying the user requirements document. 
3. Architecture Design: The baseline in selecting the architecture is that it should understand all 
which typically consists of the list of modules, brief functionality of each module, their interface 
relationships, dependencies, database tables, architecture diagrams, technology detail, etc.  
4. Module Design: In the module design phase, the system breaks down into small modules. The 
detailed design of the modules is specified, which is known as Low-Level Design 
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5. Coding Phase: After designing, the coding phase is started. Based on the requirements, a 
suitable programming language is decided. There are some guidelines and standards for coding. 

Validation phases: 
1. Unit Testing: In the V-Model, Unit Test Plans (UTPs) are developed during the module design 
phase. These UTPs are executed to eliminate errors at code level or unit level.  
2. Integration Testing: Integration Test Plans are developed during the Architectural Design 
Phase.  
3. System Testing: System Tests Plans are developed during System Design Phase.  
4. Acceptance Testing: Acceptance testing is related to the business requirement analysis part. It 
includes testing the software product in user atmosphere. Acceptance tests reveal the compatibility 
problems with the different systems, which is available within the user atmosphere [18]. 

4.5.1. V-Model Risk Analysis and Model Application 

The V-Model is a highly structured approach to software development that involves a series of 
phases, each of which is associated with a specific set of deliverables. The V-Model is often used in 
safety-critical industries, such as aerospace and defense, where the consequences of software failure 
can be catastrophic. Risk management is an essential component of the V-Model methodology. It 
involves identifying potential risks and taking steps to mitigate or eliminate them. The V-Model 
provides a framework for risk management by breaking the development process down into a series of 
phases, each of which is associated with a specific set of deliverables. It provides a structured approach 
to identifying and mitigating potential risks, which can help to ensure that the project is completed on 
time, within budget, and to the required quality standards [19]. 

It is advisable to use the V Model on small-to-medium-sized software projects where the 
requirements are clear without any ambiguity. For projects where acceptance criteria are proper, V 
Model is the preferable choice. The V Model is useful when ample technical resources are available 
with technical expertise, and tech stacks and tools are not dynamic [20]. 

4.6. RAD Model  

Rapid Application Development or RAD means an adaptive software development model based on 
prototyping and quick feedback with less emphasis on specific planning. In general, the RAD approach 
prioritizes development and building a prototype, rather than planning.  With rapid application 
development, developers can quickly make multiple iterations and updates to the software without 
starting from scratch. This helps ensure that the final outcome is more quality-focused and aligns with 
the end users’ requirements [22]. 

Below we have presented the development stages of the RAD model [22]: 
1. Business Modeling: On basis of the flow of information and distribution between various 
business channels, the product is designed 
2. Data Modeling: The information collected from business modeling is refined into a set of data 
objects that are significant for the business 
3. Process Modeling: The data object that is declared in the data modeling phase is transformed 
to achieve the information flow necessary to implement a business function 
4. Application Generation: Automated tools are used for the construction of the software, to 
convert process and data models into prototypes 
5. Testing and Turnover: As prototypes are individually tested during every iteration, the overall 
testing time is reduced in RAD. 
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4.6.1. RAD Model Risk Analysis and Model Application 

Risk analysis in the Rapid Application Development (RAD) Model of the Software Development 
Life Cycle (SDLC) focuses on identifying potential risks and assessing their impact on the project's 
success. One of the key risks is inadequate requirements gathering, as the fast-paced nature of RAD can 
lead to incomplete or inaccurate understanding of the project's needs. Additionally, resource availability 
is critical, as this model demands a dedicated and highly skilled team to meet the rapid development 
timelines. Technical complexity is another concern, especially in projects that involve complex 
integrations or advanced technical components. Customer involvement is essential in this model, as 
continuous feedback and active decision-making are crucial for success. A lack of customer 
participation can lead to misunderstandings, delays, and misaligned project goals. Integration and 
compatibility issues often arise in RAD projects, especially when integrating new systems or 
components with existing infrastructure. Furthermore, testing and quality assurance can be 
compromised due to the limited time available for comprehensive testing, increasing the risk of defects 
or performance issues. Lastly, security and data privacy are potential risks, as rapid development may 
overlook critical security measures, leading to vulnerabilities and the possibility of data breaches. These 
risks must be carefully managed to ensure the success of a RAD-based project [4, 22]. 

When deciding to use the Rapid Application Development (RAD) model, it is important to evaluate 
the specific project needs, as this model may not be productive for unsuitable demands. This model is 
best applied in cases where the system requirements are well-defined and a short development timeline 
is required. It is also effective for projects that can be modularized, with components that are reusable 
or readily available for development. Additionally, the model is suitable when existing system 
components can be leveraged to build a new system with minimal changes. However, this model should 
only be used when teams consist of domain experts, as extensive knowledge and the ability to apply 
advanced techniques are crucial for successful implementation. Finally, RAD is appropriate when the 
project budget allows for the use of automated tools and specialized techniques necessary for the rapid 
development process. 

5. Discussion 

Taking into account the model characteristics, risk analysis, possibilities of application we can 
summarize what are the challenges for each model.  

Spiral model challenges 
The spiral model presents several challenges that need to be considered before its implementation. 

One major drawback is the high cost, making it unsuitable for small projects due to the extensive 
resources required. Additionally, the model relies heavily on risk analysis, necessitating the 
involvement of experts in risk management at every stage of the project. Its complexity is another 
significant challenge [5], as it is the most intricate SDLC model, involving extensive documentation 
and multiple intermediate phases. Furthermore, managing time can be difficult, as the number of phases 
is not predetermined at the start of the project. This uncertainty complicates time planning and may 
result in an overall increase in the project budget. 

Waterfall model challenges 
The Waterfall model is one of the earliest software development models, but it comes with several 

challenges that should be carefully evaluated when selecting the appropriate approach for a project. 
One of the main drawbacks is that no working software is produced until the later stages of the 
development lifecycle. This leads to high levels of risk and uncertainty, making it unsuitable for 
complex or object-oriented projects. Additionally, it is a poor fit for long or ongoing projects, as it does 
not accommodate changes in requirements well, particularly when there is a moderate to high risk of 
such changes [12]. Measuring progress during the various stages can be difficult, as each phase must 
be completed before moving to the next. Furthermore, integration is performed as a "big-bang" at the 
end of the project, which delays the identification of potential technological or business challenges until 
the final stages, limiting the ability to address them early in the process. 
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Iterative model challenges 
The Iterative model, while highly flexible and adaptive, comes with several challenges that need to 

be considered. First, it may not be suitable for smaller projects, as the overhead associated with iterative 
cycles can outweigh the potential benefits. Additionally, more resources in terms of time and money 
may be required due to the repeated cycles of development, testing, and feedback, making it resource-
intensive. Changes in requirements during the development process can also lead to budget overruns, 
as accommodating these changes often requires additional time and effort. Furthermore, the iterative 
approach may not be ideal for projects with strict or inflexible requirements, as the model's continuous 
changes and improvements may not be feasible in such environments. Lastly, effective communication 
between the development team and users is crucial for the success of the Iterative model, as ongoing 
feedback and collaboration are essential to its process.  

BIG BANG model challenges 
The Big Bang model faces several future challenges that need to be addressed to enhance its 

effectiveness. First, the client's requirements must be very clear from the outset, as the lack of thorough 
planning can lead to misunderstandings and deviations from the desired outcome. Second, it is not 
suitable for large projects, where the complexity and scope exceed the capabilities of this simplistic 
approach. Lastly, the model does not offer high security, making it a risky choice for projects where 
data protection and security are critical. These limitations highlight the need for further refinement and 
adaptation to make the model more robust and reliable in a broader range of applications. 

V-Model challenges  
Similar to other models discussed, the V model also presents several challenges that should be 

carefully considered when deciding to use it for project development. One significant drawback is that 
the model is very rigid and offers minimal flexibility, which can be problematic for projects that require 
adaptability. Additionally, the V model is not ideal for complex projects, as its linear structure may not 
accommodate the dynamic needs of more intricate systems. Another challenge is that software is only 
developed during the implementation stage, meaning there are no early prototypes available for review 
or testing. Lastly, if changes occur mid-project, both the test and requirement documents must be 
updated, adding to the complexity and potential delays in the project timeline. These challenges 
highlight the importance of thorough analysis before choosing the V model for a development project. 

RAD Model challenges 
Like all SDLC models, the RAD model has its own set of challenges that must be considered before 

choosing it for a project. One significant challenge is that powerful and efficient tools used in RAD 
require highly skilled professionals, making it essential to have a team with the right expertise. Another 
issue is that the absence of reusable components can jeopardize the project’s success, as RAD relies 
heavily on reusing existing elements. Additionally, the team leader must collaborate closely with both 
developers and customers to ensure the project is completed on time. This model is unsuitable for 
systems that cannot be modularized, as the model depends on breaking down the system into modules. 
Moreover, customer involvement is required throughout the entire development life cycle, which can 
be challenging to maintain. Lastly, RAD is not appropriate for small-scale projects, as the costs of 
automated tools and advanced techniques may exceed the overall project budget, making it impractical 
for smaller projects. 

Discussion of models comparison 
The SDLC models comparison in this paper was done for a small-scale project that does not require 

significant costs or a large number of developers. Other models are better suited for larger projects, 
which demand higher costs, more developers, additional tests or prototypes, and more time. 
Consequently, we believe that the Big Bang model is the most suitable for developing our web 
application. This model requires a small team of developers and a relatively short time frame for project 
completion, provided that our requirements for the web application are clear and precise, leaving no 
room for confusion or challenges during the process. Therefore, we recommend using the Big Bang 
model for small projects, with a focus on improving security as a future challenge. This will enhance 
the project’s practicality and seriousness, ensuring no deficiencies in any aspect. Below, we present all 
the SDLC models based on Table 1, where we evaluated and compared each model using six 
performance factors.  

 

14th International conference on Applied Internet and Information Technologies (AIIT2024)       November 8th 2024, Zrenjanin, Serbia

1�0



 
 

                                                                                                                                                                                                                         
Table.1.The comparison of SDLC Models 

Features Spiral 
Model 

Waterfall 
Model 

Iterative 
Model 

Big Bang 
Model 

V-Model RAD 
Model 

Understanding 
Requirements 

Medium High Medium Medium High High 

Cost High Low High Low High High 
Risk  
Involvement 

High High Low High High High 

User 
Involvement 

Medium Low High Medium High Medium 

Guaranty of 
Success 

High Low Low Low Medium High 

Flexibility High Low Medium Medium Low High 

6. Conclusion 

In conclusion, Software Development Life Cycle (SDLC) models serve as essential frameworks that 
guide the development process of software applications. After conducting a comprehensive review of 
the literature and analyzing each model individually, we have been able to assess which model is most 
suitable for web application development. While each SDLC model may be appropriate and functional 
for specific projects, the primary objective of this research was to identify the most appropriate model 
for our project by comparing four key parameters across each model. These parameters have enabled 
us to determine which model offers the optimal solution for our specific case. It is imperative that the 
choice of an SDLC model is carefully aligned with project goals, stakeholder needs, and the dynamic 
nature of the software development landscape. As technology continues to evolve, the adaptability and 
flexibility of SDLC models remain critical for ensuring the success of software projects in meeting user 
expectations and achieving business objectives. By engaging in continuous evaluation, refinement, and 
the adoption of best practices, organizations can effectively leverage SDLC models to innovate, 
collaborate, and deliver value in an ever-changing digital environment. Nevertheless, it is crucial to 
consider the limitations and challenges inherent in each model and to focus on their ongoing 
improvement and development. Additionally, developers should explore the potential integration of 
generative artificial intelligence within the SDLC. This inclusion could significantly transform the 
SDLC process, particularly in how software is planned, developed, delivered, and maintained. 
Generative AI holds the potential to automate repetitive tasks performed by developers, testers, and 
machines, thereby streamlining code generation and other related processes.  
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